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# LEX

Lex es una herrarmienta que ayuda a escribir programas los cuales su dlujo esta dirijido por expresiones regulares. Esta herramienta es utilizada para el analizis sintactico. Este programa esta orientado a problemas de alto nivel para el reconocimiento de cadenas de caracteres y este produce una salida en un lenguaje general que reconoce las expresiones regulares, las cuales son especificadas por el programador en la secuencia de entrada y las coincidencias de la secuencia de entrada. Lex asocia las expresiones regulares y los fragmentos del programa y dependiendo de la expresión que aparezca en la entrada se ejecuta una parte del programa escrito.

Lex es un generador para le representacion de una nueva parte de un lenguaje que peude ser agregado diferentes lenguajes. Además, genera código que puede ejecutarse en diferentes HWs, adicionalemente permite la generación de código de diferentes lenguajes.  
  
Lex convierte las expresiones y acciones en el lenguaje de uso general del host el programa generado se llama yylex. El programa yylex reconocerá expresiones en una secuencia (llamada entrada en esta nota) y realizará las acciones especificadas para cada expresión a medida que se detecte.
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Lex se puede usar solo para transformaciones simples, o para análisis y recopilación de estadísticas en un nivel léxico. Lex también se puede usar con un generador de analizador para realizar la fase de análisis léxico; es particularmente fácil conectar Lex y Yacc [3]. Los programas de Lex reconocen solo expresiones regulares. Cuando se usa como un preprocesador para un generador de analizador posterior, Lex se usa para dividir el flujo de entrada, y el generador del analizador asigna la estructura a las piezas resultantes. El flujo de control en tal caso. Programas adicionales, escritos por otros generadores o en forma manual, se pueden agregar fácilmente a programas escritos por Lex.

![](data:image/png;base64,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)

Esta es la forma general de un código LEX:

![](data:image/png;base64,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)

Ejemplo de LEX

%{

#include <stdio.h>

%}

%%

[a-zA-Z][a-zA-Z0-9]\* printf("WORD ");

[a-zA-Z0-9\/.-]+ printf("FILENAME ");

\" printf("QUOTE ");

\{ printf("OBRACE ");

\} printf("EBRACE ");

; printf("SEMICOLON ");

\n printf("\n");

[ \t]+ /\* ignore whitespace \*/;

%%

La salida de esto es

WORD OBRACE

WORD FILENAME OBRACE WORD SEMICOLON EBRACE SEMICOLON

WORD WORD OBRACE WORD SEMICOLON EBRACE SEMICOLON

EBRACE SEMICOLON

WORD QUOTE FILENAME QUOTE OBRACE

WORD WORD SEMICOLON

WORD QUOTE FILENAME QUOTE SEMICOLON

EBRACE SEMICOLON

# YACC

Yacc provee una herramienta general para analizar de manera estructurada una entrada. La usar yacc se bebe generar tres cosas una seri de reglas para describir la entrada, un código que debe ejecutarse al detectar que una regla se cumple y lo último es tener un analizador de la entrada. Después de esto el programa convierte estos en una función en un lenguaje de programación que examinara lo cadena de caracteres que ledes de entrada. Para esto primeramente debes correr LEX o alguno otro analizador léxico para obtener solo lo tokens de la cadena de entrada para poder trabajar con esto y las reglas gramaticales necesarias. Esto para poder reconocer las reglas y esto generará una acción que será una función de código que será ejecutada en ese momento la cual puede retornar valores y usar los valores retornados por otras acciones

Un programa fuente de Yacc se parece bastante a uno de lex. La diferencia principal está en la sección de reglas, que en vez de expresiones regulares contiene las reglas de la gramática:

<sección de definiciones>

%%

<sección de reglas>

%%

<sección de rutinas>

Ejemplo de YACC

%{

#include <stdio.h>

%}

%token NAME NUMBER

%%

statement: NAME '=' expression { printf("pretending to assign %s the value %d\n", $1, $3); }

/\* Note that in the current version, the lexer never actually

returns NAME, so this rule will never happen. \*/

;

| expression { printf("= %d\n", $1); }

;

expression: expression '+' NUMBER { $$ = $1 + $3;

printf ("Recognized '+' expression.\n");

}

| expression '-' NUMBER { $$ = $1 - $3;

printf ("Recognized '-' expression.\n");

}

| NUMBER { $$ = $1;

printf ("Recognized a number.\n");

}

;

%%

int main (void) {

return yyparse();

}

/\* Added because panther doesn't have liby.a installed. \*/

int yyerror (char \*msg) {

return fprintf (stderr, "YACC: %s\n", msg);

}